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ABSTRACT:
The ALU is one of the most important module in a CPU and it can be modified during most instruction executions. So more bit of operation of the ALU is important task. In this project 16 bit ALU is designed using VHDL and it is interfaced with RAM and ROM. This design is then implemented in Xilinx. After making an ALU, interfaced it with RAM and ROM. All results are shown as waveforms in Xilinx software. This project helps to speed up the CPU. It can work fast and less instructions are required for the same operation compare to less bit ALU processor.
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I. INTRODUCTION

In market 8 bit ALU is used. We are going to make 16-bit ALU using VLSI. This ALU operate on 16-bit input. It performs arithmetic & logical operations. Then give appropriate output. The ALU is one of the most important modules in a CPU and is modified during most instruction executions. Hence the power consumption of the ALU is a major factor. In this project a low power 16 bit ALU is designed using VHDL. Then RAM and ROM are interfaced with this ALU. VHDL language is used for making ALU. VHDL is an industry standard language for the description, modeling and synthesis or simulate of digital circuits and systems.

The Arithmetic Logic Unit (ALU) is the heart of a CPU. This allows the computer to add, subtract, multiplication and division and to perform basic logical operations such as AND, OR, XOR, XNOR, NAND and inverter etc. Since every computer needs to be able to do these functions, they are always included in a CPU these functions. An ALU is a combinational logic circuit that can have more inputs and only one output. ALU’s output is dependent only on inputs which are applied at that instant and not on past conditions. A simple ALU in its basic form consists of two inputs for the operand data, one input for selecting the required operation and one output for the result according to selected operation.

II. BLOCK DIAGRAM

![Block Diagram](image-url)
III. WORKING

In this block diagram, one 16 bit ALU is used for performing 16 bit operations. There are two data inputs and one select line. According to select line input appropriate operation is performed between two inputs. Output of this 16 bit ALU is connected with RAM and ROM.

Table 1. Function Table

<table>
<thead>
<tr>
<th>S(0)</th>
<th>S(1)</th>
<th>S(2)</th>
<th>S(3)</th>
<th>Operation</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>A+B+Cin</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>A-B-Cin</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>A*B</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>A/B</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>AND</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>OR</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>NOT</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>XOR</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>NAND</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>NOR</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>XNOR</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>SHIFT LEFT</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>SHIFT RIGHT</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>SHIFT LEFT WITH CARRY</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>SHIFT RIGHT WITH CARRY</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>NONE</td>
</tr>
</tbody>
</table>

For example, if select line input is 0001, then subtraction is performed between two inputs. According to select line all operations are performed. This table shows the particular operation for particular selection line input.

IV. FLOW CHART

As shown in flow chart, first we get two input data and one operation selection input from user. Then according to above table proper operation is done between two inputs as per selection line input. Then this output is sent to output line of ALU. Data input is in 16 bits. After completed this process successfully, we VHDL program file to simulate it on Xilinx software. If this file successfully simulated then we interface this ALU with RAM and ROM to save the output data of ALU. Simple design flow shown here. It shows procedure of project in simple way.
A. Adder

A full adder is a logical circuit that performs an addition operation on three binary digits. The full adder produces a sum and carries value, which are both binary digits. It can be combined with other full adders and then it can be increased the number of bit of addition operation.

B. Subtractor

Full sub tractor can be cascaded to form ripple-borrow subtractions in the same way as like full adders are cascaded to form ripple-carry adders for 16 bit. Figure 3 illustrates an one-bit full adder and number of bits can be increased using cascading circuit. Same way cascaded sub tractor can be design using same method using full sub tractor. 

(a) – (b) = (a) + (-b)

C. Multiplier

Figure 4. Multiplier[5]

Figure 4. shows the 64-bit multiplication. We have used this logic for designing our multiplier. The multiplication is done through repeated additions logic. Partial products are taken in this addition logic. The partial products depend on the multiplier bit being considered. If 1 is multiply with 0 then answer is 0. 1 multiply 1 is equals to 1. This logic works on multiplier. Multiplication answer require 32 bit output port. So 16 bit multiplication require 32 bit answer.

D. Divider

Figure 5. Divider[6]
The algorithm has three steps which should be followed. In the first step, divisor number is subtracted from dividend number stored in register. If the result is positive, then the divisor is less than or equal to dividend, so we generate a ‘1’ in the quotient shifter. If the result is negative, we stop the process of division and show the result of quotient and remainder. If not divisor is again subtracted from the remainder number data and quotient should be incremented by ‘1’. This is repeated until remainder number becomes less than the divisor number data. The remainder number and the quotient number will be found in their appropriate registers after the process is completed. Here figure shows the shifting logic for division operation. We use this logic for our design.

E. RAM and ROM:

RAM and ROM are the memories. From the ROM we can only view the information saved in it. We have to give input address to the ROM. According to this address, we can see the saved information at that address in ROM. In RAM, we can save output to the memory and read the information saved in memory. So read and write operation is done giving proper input to it. Both memories are connected or interfaced with ALU unit to save the output and to take the input. Both memories are used to save the 16 bit data.

V. SIMULATION RESULTS

Figure 6. shows simulation result of 16 bit addition waveform in xilinx software. If op or S input is “0000” then addition is performed between A and B input.

Figure 7. shows the simulation result of 16 bit Multiplication operation.

Figure 8. shows the simulation result of 16 bit Division operation. In this way all logical operation result waveform are shown on xilinx.
VIII. CONCLUSIONS

This 16-bit ALU will perform 15 different types of arithmetic, logical and shifting operations. When more bits are used, big calculations become faster and simple. It requires less instruction compare to less bit ALU. The key advantage of using VHDL is that it gives the idea about the behavior of our design before implementing it on hardware. We can easily synthesis it on Xilinx software and find out errors according to logic of program. Xilinx and VHDL are standard for every industry. We can also synthesis the project in implementing way very easily using Xilinx. So this ALU is very useful to making high speed computer, microcomputer, special application computer for scientists. This ALU is also used in special high speed applications.
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